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Abstract

This paper presents the first application of prepositioning in the context of the dynamic stochastic
on-demand bus routing problem (DODBRP). The DODBRP is a large-scale dial-a-ride problem
that involves bus station assignment and aims to minimize the total user ride time (URT) by
simultaneously assigning passengers to alternative stations and determining optimal bus routes.

In the DODBRP, transportation requests are introduced dynamically, and buses are dispatched
to stations with known requests. This paper investigates the concept of prepositioning, which
involves sending buses not only to currently known requests but also to requests that are likely to
appear in the future, based on a given probability.

To solve this dynamic and stochastic ODBRP, the paper proposes a heuristic algorithm based
on variable neighborhood search (VNS). The algorithm considers multiple scenarios to represent
different realizations of the stochastic requests.

Experimental results demonstrate the superiority of the prepositioning approach over the DOD-
BRP across various levels of forecast accuracy, lengths of time bucket, and probabilities of realiza-
tion. Furthermore, the paper shows that removing empty stations as a recourse action can further
enhance solution quality. Additionally, in situations with low prediction accuracy, increasing the
number of scenarios can lead to improved solutions. Finally, a combination of prepositioning, empty
station removal, and the insertion of dynamic requests proves to be effective.

Overall, the findings of this paper provide valuable insights into the application of prepositioning
in the dynamic stochastic on-demand bus routing problem, highlighting its potential for addressing
real-world transportation challenges.

Keywords: routing, on-demand bus, stochastic requests, dynamic requests, prepositioning

1. Introduction

Public transit systems traditionally fall into two categories: line-based, scheduled public trans-
port—exemplified by most bus services—and flexible, on-demand transport—Ilike taxi services.
Scheduled buses operate on fixed routes and timetables, offering cost efficiency and environmental
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friendliness, yet they necessitate passengers to tailor their travel plans to align with these fixed pa-
rameters. Conversely, taxis offer flexibility regarding routes and schedules, but impose a significant
expense on both passengers and the environment.

Recently, on-demand public transit services have gained traction as a cost-effective and adapt-
able solution. Historically, these services primarily catered to people with disabilities and the elderly,
but the proliferation of advanced technologies (such as mobile location devices) and environmental
concerns have spurred interest in their application to broader public transportation. Academically,
these vehicle routing and scheduling challenges have typically been modeled as a variant of the
dial-a-ride problem (DARP), which aims to transport passengers from a point of origin to a des-
tination (door-to-door transportation). However, in an urban setting, it is not feasible to pick up
or drop off passengers at any arbitrary location, limiting stops to designated bus stations. Hence,
the ODBRP incorporates bus station assignment (BSA), wherein each passenger has multiple alter-
native boarding and alighting stations (within a maximum walking distance from their origin and
destination). The algorithm then determines the specific stations for each passenger’s pick-up and
drop-off, allowing for passenger pooling and improving the total user ride time (URT) significantly
(Melis and Sorensen, 2022b). URT refers to the duration a passenger spends on board—the time
difference between arrival at the drop-off station and departure from the pick-up station.

Within the ODBRP framework, each passenger creates a request, consisting of potential depar-
ture and arrival stations, coupled with a desired time window—the earliest pick-up time and the
latest drop-off time.

Existing literature on the ODBRP only directs buses to stations assigned to actual, received
requests. However, it might prove advantageous to dispatch buses to stations where future requests
are highly probable, termed as potential requests in this paper. We refer to the action of dispatching
buses to potential request locations as prepositioning.

This paper develops a heuristic algorithm to address the ODBRP with prepositioning, leveraging
information on stochastic potential requests within the dynamic and stochastic ODBRP context.
Our approach is inspired by the advent of accurate demand forecasts, such as those by Marinas-
Collado et al. (2022); Liyanage et al. (2022); Banerjee et al. (2020).

In our prepositioning model, certain requests—static and deterministic—are known in advance,
while others are dynamic and stochastic, holding a specific probability of future realization. Under
this problem setting, instead of merely reacting to stochastic and dynamic requests once they are
realized, we proactively plan bus routes and schedules based on the potential requests’ probabilities.
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Figure 1: Conceptual illustration of prepositioning

The primary objective of this paper is to explore the benefits of prepositioning—dispatching
vehicles to stations with potential requests. A conceptual illustration of prepositioning is shown in



Figure 1: (a) detection of a potential request is followed by (b) the proposed algorithm’s attempt
to devise a routing and scheduling solution for it. In the dynamic on-demand bus routing problem
(DODBRP) without prepositioning, the potential request in (a) is overlooked, and bus rerouting
only transpires once the request is realized.

Our methodology for evaluating the benefits of prepositioning closely resembles that of Li et al.
(2019), who investigate prepositioning within the context of a door-to-door dial-a-ride problem. Like
Li et al. (2019), we introduce multiple scenarios to represent possible realizations of the stochastic
request. However, our approach differs from the approach of Li et al. (2019) in several ways. First,
we apply prepositioning to the ODBRP, and not the DARP. In contrast to the DARP, the ODBRP
naturally has a discrete and finite set of locations at which stochastic requests may appear (i.e., the
bus stations). Second, bus station assignment, a feature exclusive to the ODBRP, adds an additional
layer of complexity not present in the DARP. By comparing our algorithm with and without bus
station assignment, we can investigate its benefits in the context of a stochastic dynamic ODBRP
with prepositioning. Third, unlike Li et al. (2019), we do not consider time-dependent or stochastic
travel times in this paper.

In addition to the above, our research offers several further contributions when juxtaposed with
existing literature, including the modeling of realization time, the introduction of a recourse action,
and a comprehensive sensitivity analysis. We model realization time as a normal distribution within
a specified interval. Moreover, we introduce a recourse action—removal of empty stations (those
with no realized stochastic requests) after each time bucket. The benefits of this recourse action are
explored by contrasting our algorithm with and without its implementation. Additionally, a hybrid
approach combining dynamic insertion is also tested. Finally, we conduct a quantitative assessment
of the proposed strategy’s effectiveness across various forecast accuracy levels, time bucket lengths,
and realization probabilities. Specifically, we determine the optimal time bucket length as a function
of forecast accuracy and probability.

We generate and use artificial yet realistic instances to evaluate the algorithm’s performance
and conduct a sensitivity analysis to ascertain the impact of different algorithmic settings on the
objective function value. A series of large-scale experiments demonstrate the superiority of prepo-
sitioning over the pure DODBRP and its robustness across a range of parameter values (instance
sizes, stochastic request probabilities, time bucket lengths). Lastly, our algorithms’ performance
is validated under inaccurate estimation of stochastic requests, and potential solutions to further
augment solution quality are assessed.

In summary, this paper’s main contributions, ranked in order of importance, are as follows.

1. This study represents the first application of the concept of prepositioning to the on-demand
bus routing problem.

2. We assess the advantages of bus station assignment, a unique characteristic of the ODBRP,
within the context of prepositioning.

3. Unlike previous research, we model dynamic stochastic requests as occurring within a time
interval rather than at a fixed point in time. The realization time of these requests is repre-
sented by a normal distribution. Additionally, we investigate the impact of the interval size,
which has not been explored in previous literature.

4. We propose a recourse action that involves removing empty stations after each time bucket.
Furthermore, we examine a hybrid solution combining prepositioning, removal of empty sta-
tions, and dynamic insertion (referred to as the DODBRP). Such a recourse action has not
been suggested in the existing literature within a similar context.



5. We quantitatively evaluate the effectiveness of the proposed approach through numerical testing
under various levels of forecast accuracy, time bucket durations, and probabilities of request
realization. Specifically, we examine the optimal time bucket length in conjunction with
forecast accuracy and probability. In contrast, the literature lacks quantitative studies on the
sensitivity analyses of these variables.

The remainder of this paper is structured as follows. Section 2 delivers a literature review.
Subsequently, Sections 3 and 4 outline the problem under study and the solution method, respec-
tively. Section 5 then presents the computational experiments and their results. Finally, Section 6
concludes the paper and discusses potential avenues for future research.

2. Literature review

The dynamic on-demand bus routing problem bears a significant relationship to the dial-a-ride
problem, a well-known variant of the vehicle routing problem (VRP). The DARP, in general, is a
model applied to establish vehicle routes and schedules that effectively transport passengers from
their respective starting points to their desired destinations. Each involved vehicle begins and ends
its journey at a depot. The DODBRP deviates from the dynamic DARP, notably in the provision
that passengers are allocated to one among several possible bus stations for both boarding and
alighting purposes.

In the mathematical formulation of the DARP, the most frequent objective function aims to
minimize operational costs such as total travel distance or duration, while being subjected to
certain constraints. These constraints are related to passengers’ time windows, maximum duration
or detour, vehicle capacity, coupling, and precedence. The last two constraints enforce that each
passenger boards and alights from the same bus, and that alighting occurs after boarding. The
(D)ODBRP presents a subtle distinction from the DARP in that the objective is typically to
minimize the total user ride time. This essentially implies that any trips that do not involve
passengers (for instance, trips to and from the depot) are disregarded and thus are not modeled.

The DARP can be categorized as static or dynamic and as deterministic or stochastic, depend-
ing on whether the information is known and the certainty of the information when computing a
solution. When all requests are known beforehand, the problem is labeled as static. However, in
the dynamic case, some requests are revealed as execution progresses, necessitating real-time ad-
justments of solutions. If request information is known with certainty, the problem is deterministic;
otherwise, it is stochastic. Dynamic and/or stochastic variants of the DARP have been less exam-
ined in comparison to static or deterministic variants. For comprehensive reviews of all variants of
the DARP, we refer to Cordeau and Laporte (2007); Molenbruch et al. (2017); Ho et al. (2018).

2.1. Dynamic DARP

The dynamic DARP presents a situation where requests arrive in real time as execution contin-
ues. Consequently, an updated solution is required to accommodate these new requests. Periodic
re-optimization is a standard approach used to convert a dynamic DARP to its static version (Pillac
et al., 2013). This allows the dynamic DARP to be broken down into a series of static DARPs. The
dynamic DARP, depending on the trigger for the update, progresses along the time axis either by
event (upon arrival of a new request or a vehicle reaching a station) (Wong et al., 2014; Hanne et al.,
2009; Berbeglia et al., 2012; Markovié¢ et al., 2015; Santos and Xavier, 2015; Melis and Sorensen,
2022a), or by a predetermined duration. The latter frequently employs the use of a rolling horizon



(Yang et al., 1999; Luo and Schonfeld, 2011; Gaul et al., 2021). The dynamic DARP necessitates the
development of techniques for managing real-time requests with short response times while simul-
taneously providing high-quality solutions. Consequently, the strategy of employing an insertion
and an improvement heuristic is standard, as demonstrated by Attanasio et al. (2004); Coslovich
et al. (2006); Beaudry et al. (2010); Lois and Ziliaskopoulos (2017). Nonetheless, exact methods
for the static DARP (Cordeau, 2006; Gaul et al., 2022), extended to the dynamic case, have also
been suggested.

2.2. Stochastic DARP

A variant of the DARP, known as the stochastic DARP, models stochastic information to antic-
ipate uncertain events and generate solutions with superior performance. The literature reflects the
exploration of different types of stochastic information, such as vehicle failures, accidents, traffic
jams, stochastic delays at pickup locations, drop-off times, stochastic travel speeds, and cancel-
lation of requests (Issaoui et al., 2013; Heilporn et al., 2011; Maalouf et al., 2014; Schilde et al.,
2014; Hyytid et al., 2010; Xiang et al., 2008; Paquay et al., 2020; Lu et al., 2022). To solve these
variants, different methods have been proposed, such as two-stage stochastic programming, fuzzy
logic control, and local search (LS) heuristics.

Regarding stochastic requests, various models and solution methods have been proposed.

Ichoua et al. (2006) leverage knowledge about future demands to demonstrate that a vehicle
waiting at the position of its last request can be beneficial if new nearby requests have a high
probability of realization. They develop a parallel tabu search heuristic to solve this problem.
Ho and Haugland (2011) examine a probabilistic DARP where each user requires service only
with a given probability and the goal is to minimize the expected travel cost. They propose a
time-efficient local search and a tabu search procedure to solve this problem. In a DARP with
stochastic return transports, Schilde et al. (2011) assess the benefit of using stochastic information
to evaluate candidate solutions. They compare different heuristics and conclude that integrating
stochastic information about return transports can positively impact solution quality under specific
conditions.

Recently, Lowalekar et al. (2018) address a large-scale online spatiotemporal matching prob-
lem of taxis and customers. They propose a multi-stage stochastic optimization formulation and
demonstrate the superiority of incorporating future demand. Moreover, Li et al. (2019) propose
an algorithm to dispatch vehicles to potential requests under stochastic traffic conditions. They
use scenarios to represent different samples of future requests and traffic conditions. Experiments
with real-world data indicate that prepositioning can enhance average profit and decrease waiting
time. As an alternate method for dealing with stochastic requests, Tafreshian et al. (2021) generate
a large pool of routes that might be valuable under different demand realizations in a large-scale
DARP system. In the online phase, shuttles are proactively routed based on the results from the
offline phase. Moreover, the online phase enables shuttles to switch between different routes in
the pool, allowing them to react to stochastic changes in travel patterns, where the patterns are
determined by a probability density function learned from historical data.

2.3. Solving the DARP with variable neighborhood search (VNS)

The variable neighborhood search (VNS) metaheuristic framework is among the most prominent
methods applied to solve the DARP. This subsection provides a brief overview of the literature on
this topic.



One of the first approaches is proposed by Parragh et al. (2010), who use three types of neigh-
borhoods to solve the DARP: the first neighborhood utilizes simple swap operations tailored for the
DARP; the second neighborhood is based on an ejection chain operator; and the third neighborhood
employs the idea of zero split. The approach leads to new best results for 16 out of 20 benchmark
instances.

To solve a large-scale DARP, Muelas et al. (2015) propose a distributed VNS algorithm that
partitions requests and merges routes. Recently, Johnsen and Meisel (2022) use adaptive VNS to
solve a rural DARP with interrelated trips and autonomous vehicles. Specifically, they use roulette
wheel selection with adaptive weight adjustment for the selection of removal and insertion heuristics.

Hybrid VNS algorithms have also been proposed, such as the evolutionary variable neighborhood
search algorithms for solving the DARP with time windows (Belhaiza, 2017) and the DARP with
electric vehicles, battery swapping stations, and a realistic energy consumption function (Masmoudi
et al., 2018). Additionally, the DARP has been solved using a combined VNS and constraint
programming algorithm (Vamsi Krishna Munjuluri et al., 2023).

The problem examined in this paper, the ODBRP with prepositioning, bears similarities to the
dynamic stochastic DARP in Schilde et al. (2011) and the DARP with prepositioning proposed by
Li et al. (2019). However, several crucial differences exist. Generally, bus station assignment is a
significant aspect of the (D)ODBRP, which has been shown to significantly improve the solution
compared to door-to-door transport in the DARP (Melis and Sorensen, 2022b). In Schilde et al.
(2011), prepositioning is not considered; instead, the authors only model stochastic requests to
evaluate solution quality without inserting corresponding stations. In comparison to Li et al.
(2019), our study explicitly investigates whether to adopt the recourse action (removal of empty
stations). Additionally, in our problem setting, the realization time of stochastic requests is modeled
as either fixed or following a normal distribution. Moreover, we examine a potential combination of
prepositioning, the recourse action, and the dynamic solution. We also numerically model forecast
accuracy and test its corresponding impact. Finally, we investigate whether the key property of the
ODBRP, i.e., BSA, still contributes to the solution quality when prepositioning is implemented.

3. Problem description

This paper examines the on-demand bus routing problem (ODBRP) with prepositioning, a
dynamic and stochastic passenger transportation problem tackled in two steps. In the first step,
the static version of the ODBRP is tackled, encompassing bus routing and scheduling, passenger-
bus assignment, and bus station assignment. The aim of this step is to transport passengers with
the minimum total user ride time.

In the second step, solutions are adjusted in real time to accommodate dynamic and stochastic
requests. Specifically, stations catering to stochastic requests (modeled in scenarios) can be in-
corporated into bus routes, and the corresponding bus schedules can be adjusted accordingly. In
the following, we explain the static ODBRP in Section 3.1, and the prepositioning approach in
Section 3.2.

All the abbreviations, acronyms, notations, symbols and variables used in this paper are listed
in Table 1.

8.1. The first step: the static ODBRP
The initial step of our approach utilizes the static ODBRP as modeled in Melis and Sérensen
(2022b), and relies on the mathematical formulation in Appendix A. The objective function aims



Table 1: Acronyms, variables and symbols used in this paper

Acronyms
BSA bus station assignment ODBRP | on-demand bus routing problem
DARP dial-a-ride problem SMC simple matching coefficient
DODBRP | dynamic on-demand bus routing problem | URT user ride time
LNS large neighborhood search VNS variable neighborhood search
LS local search VRP vehicle routing problem

Indices
S node, i.e., station t time
k rank number of station in bus route n scenario
P passenger T time bucket
b bus
Decision variables / Variables
Tskb 1 if the k-th station of bus b is bus station s and 0 otherwise
Ypkb 1 if passenger p is picked up at the k-th station of bus b and 0 otherwise
Yokb 1 if passenger p is dropped off at the k-th station of bus b and 0 otherwise
Qib net number of passengers picked up (or dropped off) at the k-th station of bus b
o arrival time of bus b at its k-th station
tgb departure time of bus b at its k-th station
T, user ride time of passenger p
objn, objective value of scenario n
obj,, () average objective value among N scenarios
Sets

B fleet of buses, |B| denotes the number of buses
P set of transportation requests, |P| denotes the number of requests
S set of bus stations, |S| denotes the number of stations
A set of arcs, i.e., paths between stations
Rsta set of static requests
R4(t) set of dynamic requests revealed at time ¢
S(t) set of scenarios

Parameters
Q capacity of bus
ep earliest pick-up time for passenger p
Iy latest drop-off time for passenger p
Ay 1 if passenger p can be assigned to station s for pick-up and 0 otherwise
aps 1 if passenger p can be assigned to station s for drop-off and 0 otherwise
f parameter that controls the length of time windows
TTgirp direct travel time of passenger p from the origin to the destination
H duration of time buckets
prob realization probability of stochastic requests
N number of scenarios
o number of solutions in the LNS algorithm
TTgs travel time between station s and station s’
M a sufficiently large constant




to minimize the total URT, constrained by time windows, bus capacity, precedence, and coupling.
This subsection offers a textual explanation of the problem to facilitate comprehension.

In the ODBRP, passengers submit travel requests through a mobile application or website.
These requests can be made in advance—e.g., one day prior to their trip—or in real time. The
former category of passengers (or requests) are termed static, while the latter are called dynamic.
The service of static passengers is guaranteed, whereas dynamic passengers may be declined service
if either the time windows or bus capacity constraints are violated.

The problem is formally described as follows.

Consider G = (S, A), a directed graph where S represents the set of nodes and A is the set of
arcs. Each node in set S corresponds to a predefined station s. Contrary to most transportation
problems, we do not model a depot node explicitly. Instead, each bus commences its journey from
its first passenger’s pickup station and concludes at its last passenger’s drop-off station, ignoring
any route from or to a depot. Each node s € S can be visited multiple times (even by the same
bus) or not at all. For each arc (s,s’) € A, the travel time 77, remains constant over time.

A homogeneous fleet of buses, each with a finite capacity @, is available for the operation.

Passengers are distributed geographically within a service area, each with a specific origin and
destination. This allows us to assign to each request all stations within walking distance. It should
be noted that the locations of origins and destinations do not belong to S, as the ODBRP does not
deal with door-to-door transportation. In our problem setting, each passenger is guaranteed at least
one station to board and alight. Let Ry, represent the set of static requests known in advance,
and Ry(t) the set of dynamic and stochastic requests revealed over time. Specifically, a dynamic
request p € Rq(t) is revealed at time e,. Given that each dynamic request simply requires a ride as
soon as possible, e, becomes the earliest permitted pickup time, although the requests do not need
to be picked up precisely at e,. However, in practice, dynamic requests can also require a ride later
than e,, and the impact of the gap between the received time and the earliest permitted pickup
time warrants future investigation. The latest arrival time [, is then calculated as described in the
next paragraph. For simplicity, each request corresponds to one passenger. The binary indicators
ays and ag respectively denote whether passenger p can be assigned to station s for pickup and
drop-off.

In the literature, for instance in Cordeau and Laporte (2003), a general formulation of time
windows distinguishes inbound or outbound requests, as well as defines separate time windows for
pickup and drop-off, alongside a constraint for the maximum riding time. However, in the proposed
model, each request has a single hard time window of earliest departure and latest arrival [ep,[,].
The duration of each time window is determined by f - T7y;,,, where f > 1 is a constant, and
TTyir,p is the direct travel time from origin to destination. The value of e, is randomly generated
and [, is subsequently calculated as I, = e, + f - TTg;r . Given that any alternative station is
within walking distance of the passengers’ origins and destinations, the difference in travel time
between various combinations is deemed negligible. The parameter f controls the strictness of the
time windows. A small value leads to a stringent time window and a large value to a broad time
window.

The arrival and departure time of each bus b at the k-th station are respectively denoted as 3,
and tgb.

The sequence of stations that each bus b must visit is a decision variable. Each station in the
sequence is visited only when necessary, i.e., when at least one passenger needs to board or alight.
The assignment of a bus to each passenger, i.e., which bus will serve each passenger, is another
decision that the ODBRP has to make.



3.2. The second step: prepositioning with dynamic and stochastic requests

As described in the previous subsection, the initial solution with static requests is first con-
structed. Then, in real time, the ODBRP with dynamic and stochastic requests, along with
prepositioning, is solved. The concept of prepositioning in passenger transportation was previ-
ously introduced by Li et al. (2019). Later in this subsection, we will clarify and contrast this
approach with our own.

To differentiate prepositioning from the DODBRP, we begin with graphic illustrations of both
cases. In the DODBRP (Figure 2), the bus initially follows the planned route (Figure 2a). When a
dynamic request emerges, the algorithm is triggered to find a feasible routing and scheduling solution
to serve it. Immediate alteration of the bus route from its current position is not permitted (as
shown in Figure 2b), but rather only after visiting its next station (Figure 2c). The reason for
keeping the next station in the solution unchanged is the assumption that the driver, being human,
cannot be expected to constantly monitor the next stop the bus is supposed to drive to. The rule
that keeps the next station unchanged applies throughout the second step in this paper, namely, it
holds for prepositioning and the recourse action (which will be explained later in this subsection)
as well. In the case of autonomous buses, the route could potentially be changed immediately, but
this complicates the model (as buses do not only drive between a finite set of stops but also between
an infinite number of positions in between stops) and is left for future research.

In the prepositioning case (Figure 3), the algorithm is triggered the moment a potential request
is detected (Figure 3a). As shown in Figure 3b, a bus can already be en route to pick up the
corresponding passenger when the request is actually realized, resulting in a more efficient bus
route (Figure 3c).
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Figure 2: Procedure of the DODBRP
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Figure 3: Procedure of prepositioning

To implement prepositioning, we first discretize the time horizon into an ordered set 7 =
{0,1,2,...,T} of time buckets, each with a constant duration H, for example, 10 minutes. Sce-
narios are used to represent samples of stochastic requests. S(t) = {S1(t), Sa(t), ..., Sn(t)} is the
set of scenarios used at time ¢, each containing the dynamic requests that appear in the time
bucket [t,, t;4+1). Additionally, a constant value N denotes the number of scenarios, which is fixed
for all time buckets. Each dynamic and stochastic request has a probability of appearing in each
scenario.

Scenarios can be generated based on historical data or a request forecasting model in practice.
In this study, each stochastic request is assigned a probability prob € (0, 1), and the probability for
a request to appear in the set of scenarios S(t) is independently and identically distributed (i.i.d.).
In other words, the expected number of scenarios containing this request is prob- N. Unlike Li et al.
(2019), where the scenario probabilities are unspecified, we numerically model the probabilities and
conduct a sensitivity analysis on these probabilities in Section 5.2.

In addition to modeling the probability of the scenarios, we propose two extensions to existing
models: the modeling of realization time and the recourse action.

The realization time of stochastic requests is modeled according to two distinct models. In
the first model, the appearance of a stochastic request is stochastic, but the time at which it will
be realized (if at all) is deterministic. In other words, if a request is not sent at a specific time
point, it will not be sent later on either. Therefore, for all the scenarios containing this request,
the information remains the same, including its time window, aj,, and ay,. Given this assumption,
a reasonable recourse action after each time bucket is to remove the stations that will not be used
(because no requests for these stations have been realized) and adjust the schedule accordingly.

The second model considers that for each stochastic request, both its appearance and realization
time are stochastic. The time at which this request will be realized follows a Gaussian distribution
with an expected value of e,. Thus, the realization time varies across scenarios containing this
request. In this case, investigating the impact of the recourse action is still valuable.

A conceptual illustration of the recourse action is shown in Figure 4: (4a) First, get-on and get-
off stations are inserted for a potential request. (4b) If the request is not realized, the corresponding
stations are removed if and only if they have not been visited yet and will not be visited as the
next station. In contrast, if the recourse action is not applied, the route and the schedule remain
the same as shown in Figure (4c). We investigate the performance of the algorithm with or without
this recourse action.
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Figure 4: Conceptual illustration of the recourse action in prepositioning

The objective function differs between the two steps. In the first step, all requests must be served,
and the objective function aims to minimize the total URT. In the second step, it is unrealistic to
expect buses to serve all dynamic requests due to time window constraints and limited bus capacity.
Therefore, the objective function in the second step is to maximize the expected number of served
passengers. To summarize, the goal of this research is to design an online algorithm that proactively
routes buses to achieve the objective in the second step. However, considering that dynamic requests
are revealed over time, solely maximizing the expected number of served passengers may lead to the
algorithm getting stuck in local optima. Therefore, we also minimize the total URT of all accepted
requests in each time bucket to indirectly increase the possibility of serving more passengers later
on.

4. Solution method

This section explains the solution method, which consists of two steps executed sequentially. In
the first step, only static and deterministic requests are handled, and the solution is constructed
using the greedy insertion heuristic described in Section 4.1.1. Afterward, VNS is applied to improve
the solution’s quality, as explained in Section 4.1.2. In the second step, dynamic and stochastic
requests appear. In each scenario, the problem to be solved is a dynamic and deterministic ODBRP,
and modified versions of the greedy insertion and VNS algorithms are applied. The similarities and
differences compared to the first step are explained in Section 4.2.1. Finally, the prepositioning
procedure is illustrated in Section 4.2.2. Each subsection explicitly specifies the comparisons to the
literature.

4.1. The first step: static and deterministic ODBRP

In the first step, a greedy insertion heuristic is implemented to construct the initial solution,
as explained in Section 4.1.1. Then, the VNS algorithm with three local search (LS) operators is
applied to improve the solution’s quality, as detailed in Section 4.1.2.

4.1.1. Greedy insertion

The greedy insertion heuristic constructs a solution by sequentially inserting one request at a
time. The requests are initially ranked based on their earliest allowed pickup time e,, with the
request having the smallest e, ranked first. The procedure then selects the first request p and
iterates over all buses, attempting to insert the request at every position along each bus’s trip. The
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order of the buses is determined by their IDs, and each position is examined sequentially to insert
the get-on and get-off stations. If multiple feasible solutions exist, the one with the minimum total
URT is chosen. If no feasible solutions are found, request p is served by dispatching a new bus.
Compared to the literature that uses the greedy insertion approach to solve the ODBRP (Melis
and Sorensen, 2022b,a; Lian et al., 2022b), a new bus is dispatched only when no feasible solution
has been found yet, allowing for a potentially smaller fleet size. After completing the insertion
procedure for every request, the VNS algorithm is triggered to further reduce the total URT.

4.1.2. The VNS framework

Following the constructive heuristic, a VNS algorithm is applied to improve the solution’s quality.
This VNS algorithm draws inspiration from the VNS developed in Lian et al. (2022b), which
successfully solved a dynamic ODBRP. The neighborhood structure consists of three local search
(LS) operators: alternative get-off stations, swap, and reinsert. The concept of each LS operator is
as follows:

- The alternative get-off stations operator replaces a passenger’s get-off station with its substitute
if the passenger has at least two options. If the station is exclusively used by this passenger, it is
directly replaced. Otherwise, the original station is retained, and the substitute is inserted right in
front.

- The swap operator exchanges a passenger’s get-off station with one in an earlier position.
If the passenger’s get-off station is also used by other passengers, the swap is only allowed if the
precedence constraint still holds for them.

- The reinsert operator removes a passenger from one route and reinserts them into another
route if it results in a reduced total URT.

The three LS operators are applied in the same sequence as described. Each operator terminates
if the solution is no longer improved after a round of examination for each passenger.

Additionally, a large neighborhood search (LNS) algorithm (Lian et al., 2022a) is utilized for
the shaking phase. The LNS randomly removes multiple requests at a time and reinserts them at
positions that yield the smallest increase in the total URT. The number of requests to be removed
at a time is set to a value greater than 1 (but not equal to 1) based on experimental results (Lian
et al., 2022a), and in this study, it is set to 2. The LNS is repeated o times, generating a maximum
of o feasible solutions. The solution with the lowest objective value among the candidates generated
by the repair operator is considered the most promising. Setting ¢ > 1 allows for investing time
in more promising current solutions, which has been shown to yield better solutions than ¢ =1 in
previous experiments (Lian et al., 2022a). Therefore, in this study, o is set to 10.

The VNS procedure is outlined in Algorithm 1. The algorithm terminates when a predetermined
runtime is reached.
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Algorithm 1: VNS: Post-optimization after greedy insertion

Result: Improve the initial solution with VNS
Shaking: LNS.
for each passenger p do
Apply alternative get-off stations operator;
Choose the solution with the minimum total URT;

[N VI

for each passenger p do
Apply swap operator;
7 | Choose the solution with the minimum total URT;

[« =

8 for each passenger p do
Apply reinsert operator;
10 | Choose the solution with the minimum total URT;

4.2. The second step: dynamic and stochastic ODBRP

The second step deals with dynamic and stochastic requests. Similar to the first step, the
greedy insertion and VNS are also applied upon and after inserting new requests. However, there
are differences with the first step, both with and without prepositioning. The details are explained
in Section 4.2.1. The prepositioning procedure is then explained in Section 4.2.2.

4.2.1. Algorithms in two steps: similarities and differences

The greedy insertion and VNS are applied in both steps. In the second step, there are two
cases depending on whether prepositioning is applied. The case without prepositioning is simply
the DODBRP, where each dynamic request is inserted in the current solution after it is actually
received. The case with prepositioning allows for proactive insertion of each stochastic request in
the current solution, as described in Section 3.2 and explained in Section 4.2.2.

The greedy insertion procedure described in Section 4.1.1 is almost the same for the three cases:
static requests, dynamic requests with prepositioning, and dynamic requests without prepositioning.
All requests are sorted in ascending order of their earliest allowed departure, and every combination
of the positions in each bus is tested to insert a request. The solution with the minimum total URT
is selected. If no feasible solution is found yet, the request is either assigned to a newly dispatched
bus in the first step, or rejected in the second step.

However, there are major differences in terms of the request set and allowed positions. First,
the set of passengers is different. For the initial solution in the first step, the set is Rgyq. In the
DODBRP, each dynamic request p is part of the set R,(t), and for the ODBRP with prepositioning,
the request set is S, (7), which corresponds to the scenario in use at time ¢..

The second difference concerns the allowed range of modification of the bus routes and schedules,
both for the greedy insertion and VNS. In the second step, when the current time is ¢ (¢ > 0), the
range that can be modified is limited. The routes that have already been traveled or the stations
that will be visited next cannot be changed, as explained in Section 3.2. In contrast, in the first
step, no such limitations exist. The value of ¢ changes as the simulation clock progresses. For the
DODBRP, t := e, each time a dynamic request p appears at e,. For the case with prepositioning,
t is equal to t,, as 7 is set to 0,1,2,...,T sequentially in Section 3.2.
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Figure 5: Illustration of the scenario-based method

4.2.2. Method of prepositioning

In this subsection, the prepositioning procedure with scenarios is explained in detail. The
scenario-based prepositioning framework was previously proposed by Li et al. (2019), while the
formulation of stochastic requests is original within the scenarios. We introduce the recourse action
to the method of prepositioning.

As explained in Section 3.2, requests are deterministic in each scenario, and the problem to be
solved is the deterministic ODBRP. Consequently, in each scenario, the routes and schedules of the
buses after t, are adapted to maximize the number of accepted new requests in the time bucket
while minimizing the total URT. The corresponding solution of buses’ routing and scheduling is
called a candidate solution Cy, (7). Among all the candidate solutions generated for each scenario,
the one that fits all scenarios best is selected.

To determine which solution is best, each candidate solution is tested on each scenario Sp(7),
So(T), ..., SN (7) to calculate the number of served passengers and the total URT, denoted as obj,, (1)
(both values are stored in obji(7), 0bj2(T), ..., 0bjn(7)). In other words, the requests from each
scenario are inserted in sequence into each candidate solution, and a request can be served if no
violations occur. Each accepted request is inserted at the position with the least increase in the
total URT. Then, for each candidate solution C,,(7), the average number of served requests among
all scenarios is calculated, along with the average total URT. These average values form obj,, (7).

The motivation for this procedure is to maximize the expected value of served passengers since,
at time ¢,, it is unknown which stochastic dynamic request will actually be realized. Among all
the candidate solutions, the one with the largest expected number of served passengers will be
implemented in the next time bucket. If two or more candidate solutions result in the largest
expected number of served passengers, the one with the smallest total URT will be implemented.
This criterion corresponds to the objective function described in Section 3.2. The procedure is also
shown in Figure 5, where C),(7) is generated given S, (7), and each C,(7) is evaluated among all
scenarios S(7) using the average objective value.

When at time ¢,, a specific scenario S, (7 — 1) is realized, each stochastic request in the time
interval [t,_1, t,) either has appeared or not. As described in Section 3.2, we propose to model the
stochastic requests in two ways in this work.

For the case where requests only appear at a fixed time, the problem becomes deterministic.
The stochastic requests contained in S, (7 — 1) have appeared, while those that have not appeared
are considered as false information.

In contrast, for the case where the realization time is also stochastic, at time t,, the requests
between [t._1, t;) that have not yet been realized might still possibly be realized later on. Never-
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theless, the same procedure, described below, is applied.

The realized scenario does not necessarily correspond to the one generating the best candidate
solution, so there can be empty stations in routes that were intended for the no-show requests.
According to our assumption, this can cause detours and increase the total URT, potentially pre-
venting the buses from serving upcoming requests (unless any of them happen to use an empty
station in the route around the time the bus passes by that station). However, our model aims for
on-demand transportation and tries to avoid instances in which a bus passes by a station with no
one getting on or off. Hence, in terms of the recourse action at ¢, we can define two strategies.
One strategy is to remove empty stations, while the other strategy is to keep the empty stations in
the route. We refer to removing the empty stations as the recourse action. In the recourse strategy,
the empty stations that have already been visited before ¢, or the empty station being visited as
the next station cannot be modified. Instead, only the remaining route from the next station to the
end can be subjected to the recourse action. Algorithm 2 outlines the procedure of the ODBRP
with prepositioning. In this algorithm, the if-block (lines 3 - 6) represents the recourse action for
the former strategy (7 > 0 such that there is one realized scenario), while it does not exist for the
latter strategy. For easier comparison, the procedure to insert dynamic requests in the DODBRP
is also outlined in Algorithm 3.

Algorithm 2: Procedure of ODBRP with prepositioning

1 for realized_scenario = 1, 2, ..., N do

2 fort =01, .., T do

3 if 7> 0 then

4 for bus b in all buses do

5 for empty stations do

6 remove empty station ¢ if ¢7; > ¢, and 4 is not the station b is heading

towards;

forn=1,2 ..., N do
8 for each request p € Sy, (1) do
L insert p at the position with the minimum increase in the total URT;

10 VNS, Algorithm 1;
11 | Evaluate Cy,(t);
12 | Implement the best Cy,(t);

13 Calculate the average objective value of N scenarios.

Algorithm 3: Procedure to insert dynamic requests, without prepositioning

1 for realized_scenario = 1, 2, ..., N do

2 for each request p € Ry, do

3 insert p at the position with the minimum increase in the total URT;
4 L VNS, Algorithm 1;

5 Calculate the average objective value of N scenarios.
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5. Computational experiments

In this section, we evaluate the performance of our algorithms through various experiments. We
begin by describing the generated instances for testing purposes in Section 5.1. Subsequently, we
conduct different experiments to assess the effectiveness and robustness of the algorithms, providing
practical guidance. The results of the algorithm for different parameter values are presented in
Section 5.2.

All algorithms have been implemented in C++ and executed on a Windows 10 computer system
equipped with an Intel® Core”™ i7-8850H processor operating at 2.60 GHz and 16 GB RAM.

Regarding the runtime of the VNS algorithm (Algorithm 1), in the first step, it is set to 0.1- sta
seconds, where sta represents the number of static requests specified in Table 2. In the second step,
the runtime is set to 0.01 seconds times the instance size, namely the number in the first column
in Table 2, each time the VNS is invoked.

5.1. Instance generation

The instances were generated based on the map of Antwerp, Belgium, using a custom instance
generator developed specifically for on-demand passenger transportation problems (Queiroz et al.,
2022). The city covers an area of 204.51 km? and consists of 10 randomly located population
clusters, each with a maximum area of 4 km? (2 km x 2 km). Figure 6 illustrates the city map
and the road network with the clusters marked in red. To enhance realism, the actual stations
within the clusters are used as boarding and alighting points for passengers. There are a total of
215 stations, with an average distance of approximately 500 meters between neighboring stations.
Furthermore, passengers’ trips can be either within a cluster or between different clusters.
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Figure 6: Map and clusters’ locations

The number of passengers in the instances varies from small to medium to large, specifically
ranging from 100 to 900 with increments of 100, and then 1000, 1500, 2000, and 3000. Therefore,
there is a total of 13 instances, with one instance for each size. It is important to note that the
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topology of the clusters and stations, as well as the generation principle of passengers, remain
consistent across all instances.

For simplicity, a constant travel speed of 30 km/h is assumed throughout the instances. The
operation time is set to two hours, and passengers’ time windows are evenly distributed within this
time frame. Each passenger’s time window is determined as 1.5 times the direct ride, where the
factor of 1.5 strikes a balance between strict and loose time windows, aligning with the concept of
on-demand bus service that combines aspects of public transport and direct rides.

In these instances, all static requests are deterministic, while all dynamic requests are stochastic.
For each instance, every dynamic and stochastic request has the same probability of realization,
which varies among three levels: 0.1, 0.25, and 0.5.

Additionally, the percentage of static requests out of the total number of requests is set at 20%.
For example, if an instance has a total of 100 requests, it will consist of 20 static requests and 80
dynamic stochastic requests. Considering a realization probability of 0.1, the expected number of
dynamic and total requests would be 8 and 28, respectively. Conversely, an instance with a total
of 3000 requests would include 600 static requests and 2400 dynamic stochastic requests. With a
realization probability of 0.5, the expected number of dynamic and total requests would be 1200
and 1800, respectively.

The buses are homogeneous and equipped with 8 seats. The number of buses for each instance
is set to the minimum required to accommodate all static passengers, and no additional buses
are dispatched for dynamic requests. This setup reflects the practical scenario where public buses
are pre-scheduled while passengers arrive dynamically and stochastically. Furthermore, the static
formulation of the ODBRP neglects the presence of depots, assuming that each bus starts its route
from the first passenger’s get-on station and ends at the last passenger’s get-off station. This is
because the positions of depots do not affect passengers’ URT. The issue of bus prepositioning from
depots is left for future research.

Table 2 provides the specific values for each instance. The following notations are used in the
table: sta represents the number of static requests, | D| denotes the number of dynamic requests, | P)|
indicates the number of total requests, E(|D|) represents the expected number of dynamic requests,
E(|P|) corresponds to the expected number of total requests, |B| signifies the number of buses, and
sta/|B| denotes the average number of static passengers per bus.
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Table 2: Number of requests per instance class

E(|D]) E(|P])

Instance st [D| 59— 555 01 0.25 o5 [ ste/lBl
100 20 80 8 20 40 28 40 60 5 4.0
200 40 160 16 40 80 56 80 120 9 4.4
300 60 240 24 60 120 84 120 180 10 6.0
400 80 320 32 8 160 112 160 240 12 6.7

500 100 400 40 100 200 140 200 300 16 6.3
600 120 480 48 120 240 168 240 360 16 7.5
700 140 560 56 140 280 196 280 420 19 74
800 160 640 64 160 320 224 320 480 19 84
900 180 720 72 180 360 252 360 540 26 6.9
1000 200 800 8 200 400 280 400 600 27 74
1500 300 1200 120 300 600 420 600 900 33 9.1
2000 400 1600 160 400 800 560 800 1200 44 9.1
3000 600 2400 240 600 1200 840 1200 1800 60  10.0
average 185 738 74 185 369 258 369 554 23 7.2

The earliest allowed time to start operating is 0, and the operation ends after 120 minutes. The
earliest departure times are evenly distributed in time and can be deterministic or follow a normal
distribution. In the latter case, the expected value is equal to the fixed value in the deterministic
case, and the standard deviation is set to 4 minutes. It is important to note that the time at which
the request appears (i.e., the realization time) is equal to the earliest departure time. The standard
deviation value is chosen to ensure that passengers appear within a reasonable range, neither too
large nor too small.

Each request can have up to two stations for boarding and two stations for alighting. In our
data sets, 90% of the requests have two stations for boarding and/or alighting, while the remaining
10% have only one station each. This assumption is based on the fact that alternative stations may
not be available for everyone in real life.

The number of scenarios is fixed at 9 for all instances.

5.2. Results

After setting up the experiments, we proceed to test the effectiveness of prepositioning. We first
evaluate it under the ideal case, which serves as an upper bound for the approach in this problem
setting. Then, we strategically vary the scenarios to assess the efficacy of the approach when the
forecast information is inaccurate.

5.2.1. Efficacy with perfect forecast accuracy

We begin by testing the efficacy of prepositioning under the ideal case, where the forecast of
dynamic and stochastic passengers is 100% accurate. At the same time, we analyze the impact
of factor H, which represents the length of a time bucket to look ahead. A smaller H indicates
a relatively short-term plan, while a larger H extends the plan further into the future. We set H
equal to 10, 20, 40, and 120 minutes, and study the solution quality for all instances. When H is
set to 120 minutes, all dynamic and stochastic requests are considered before the operation starts.
On the other hand, 10, 20, and 40 correspond to 12, 6, and 3 time buckets, respectively.
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We conduct experiments for the pure DODBRP case first and record the results per instance,
including the number of served passengers, the average URT, the average travel distance of each
bus, as well as the standard deviation among the scenarios. The average URT and average travel
distance are excluded from the objective function but provided for reference. Detailed values can
be found in Table B.4 - B.6 in the Appendix.

Next, we present the average relative results, primarily measured by the number of served
passengers, compared to the pure DODBRP. These results are shown in Figure 7, and the average
values are calculated over all 13 instances, corresponding to the first column in Table 2. The x-axis
labels indicate the probability of realization (first number) and whether the requests appear within
an interval (1) or not (0) (second number). Detailed values, along with the average URT and
average traveled distance, can be found in Table B.7 - B.12 in the Appendix.

The results demonstrate that when the forecast information is perfect, the algorithm with prepo-
sitioning serves significantly more passengers than the DODBRP. Furthermore, the efficacy of prepo-
sitioning increases monotonically as H increases. This suggests that considering stochastic requests
as far in advance as possible is most beneficial, as a larger H provides more possibilities to find a
good solution. Even though a larger H corresponds to fewer rounds of algorithm executions and
VNS, which can possibly contribute to the solution.

A similar trend is found by Li et al. (2019), who also study prepositioning in the context of
DARP. They observe that increasing H from 5 to 20 minutes leads to higher profit, lower waiting
time, but larger detours. However, they did not investigate the optimal length of the time bucket
based on forecast accuracy, which we explore in this subsection and Subsection 5.2.3. In our
experiments, the relationship between the URT and traveled distance on one hand and the number
of served passengers on the other hand (Table B.7 - B.12 in the Appendix) is not obvious. In other
words, serving more passengers can result in either larger or smaller average URT and average
traveled distance.

Another observation is that as the probability of requests being realized increases, the gap
between prepositioning and the DODBRP also increases. One possible reason for this is that
larger probabilities correspond to larger instances (i.e., larger E(|P|) in Table 2). However, when
comparing different instance sizes from 100 to 3000 (Table B.7 - B.12 in the Appendix), there is
no increasing trend (but a slight decrease) as the instance size increases. This could be attributed
to the fact that the buses’ average travel distance approaches the upper bound (60 km, given the
operation time and constant speed) as explained in Section 5.1. Consequently, the buses’ routes
and schedules become dense, resulting in a smaller solution space for new requests. This limitation
may restrict the advantage of prepositioning.

Comparing the cases where requests appear at a fixed time point or within a range, neither the
DODBRP nor prepositioning with perfect forecast accuracy shows significant benefits.
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Figure 7: Additional passengers served (%) with various lengths of time bucket and perfect forecast

5.2.2. Comparison with static ODBRP

To further evaluate the disparity between prepositioning and the DODBRP, we consider an
assumption where all requests are static and deterministic within each scenario. This allows us to
solve the static ODBRP and use its solutions as an “upper bound” for these instances. However,
the optimal solution for each instance remains unknown. The gaps between the static ODBRP and
prepositioning, as well as between the static ODBRP and the DODBRP, are illustrated in Figure 8.
In the figure, “Dy” represents the DODBRP, “Pre” represents prepositioning, and “int 17 (or
“int 0”) indicates stochastic (or deterministic) realization times. From the figure, it is evident that
solution gaps exist between the static and dynamic ODBRP. The DODBRP exhibits an average gap
of approximately 7% to 14% in terms of the number of served passengers across these experimental
instances. In contrast, the prepositioning approach can reduce the gap to around 4% to 7%, roughly
halving it.

5.2.3. Inaccurate forecast

As the ideal case is not feasible in practice, we aim to assess the performance of prepositioning
compared to the DODBRP and explore potential enhancements when faced with inaccurate forecast
information. Unless otherwise specified, the instances used in this subsection involve requests with
stochastic realization times.

To represent different levels of accuracy, we calculate the similarity between scenarios and vary
the scenario sets used to generate solutions. The simple matching coefficient (SMC) is employed as
a similarity measure, where each scenario is transformed into a binary vector indicating the presence
(1) or absence (0) of each dynamic and stochastic request. The SMC is calculated by comparing
each realized scenario with the other scenarios, summing the matching values, and dividing by the
total number of dynamic and stochastic requests. The resulting SMC ranges from 0 to 1. However,
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Figure 8: Additional passengers served (%) with various lengths of time bucket and perfect forecast

the similarity measure only considers request presence/absence and does not account for differences
in realization times among scenarios.

Next, for each given scenario, we vary the scenario set for candidate solutions at different
accuracy levels: 0.8, 0.6, and 0.4. For example, with an accuracy of 0.8, a proportion of 0.2- E(|D|)
dynamic and stochastic requests are randomly selected to flip their binary values. In the case where
requests appear within an interval, if a 0 is flipped to 1, a random realization time is generated
from its aforementioned normal distribution. Importantly, every scenario in the set differs from the
actual scenario, meaning the actual scenario is not included in the set.

For the different accuracy levels, the instances are tested using the aforementioned values of H:
10, 20, 40, and 120.

Additionally, the recourse action (removing empty stations as described in Section 3.2) is eval-
uated. In our problem setting, the recourse action is only applicable when the forecast accuracy is
strictly less than 100% and when H is smaller than the operation duration, i.e., when there are at
least two time buckets. The experiments are conducted for instances with varying H. Specifically,
each probability of realization (0.1, 0.25, and 0.5) is combined with three accuracy levels (0.8, 0.6,
and 0.4), resulting in a total of 9 distinct cases. Furthermore, the cases are implemented with
three time bucket lengths (10, 20, and 40 minutes). Subsequently, the algorithm is tested with and
without the recourse action for each time bucket length. Finally, for each case, the 13 instances
with different total numbers of passengers (ranging from 100 to 3000) are solved, and the results
are represented by the average number of served passengers among the 13 instances. To compare
the results with the DODBRP, the additional percentage of passengers served compared to the
DODBRP is computed for each case, grouped by the probability of realization (in the order 0.1,
0.25, and 0.5). These results are illustrated in Figures 9, 10, and 11. The average number of served
passengers for the DODBRP is 199.7, 215, and 237, respectively, indicated by a vertical line at 0.
In the legends, the time bucket lengths are shown as numbers and differentiated by color, while the

[P

recourse action is abbreviated as “r” and represented by “o”.
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First, we analyze the optimal values of H for different probabilities and accuracy levels.
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Figure 11, when the accuracy is high (0.8), even using the entire operation duration as H can
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outperform other values for a probability of 0.5, maintaining the decreasing trend from 120 minutes
to 10 minutes observed in the ideal case. However, a smaller value of H is generally preferable. As
the accuracy decreases, there is a trend towards shorter favorable lengths of H. Specifically, as the
accuracy drops from 0.8 to 0.6, the optimal H decreases from 40 minutes to 10 minutes in Figure 9,
from 20 minutes to 10 minutes in Figure 10, and from 120 minutes to 10 minutes in Figure 11. This
indicates that considering requests in the near future and planning more frequently can generally
lead to better solutions when the accuracy is moderate or good. Conversely, a one-off plan (H =
120 minutes) consistently performs the worst in the tested cases when the accuracy is 0.6.

When the accuracy is poor (0.4), prepositioning has little advantage, with a difference of less
than 0.5% or even worse solutions compared to the DODBRP, regardless of the value of H. However,
setting H to 120 minutes only worsens the solution quality in the tested cases when the accuracy is
0.4. To summarize the experiments with varying accuracy levels, the superiority of prepositioning
over the DODBRP holds only when the accuracy is above a certain level, which is approximately
40% in this problem setting. Naturally, the more accurate the forecast, the more advantageous
prepositioning becomes.

In addition to the time bucket, we analyze the recourse action. Overall, the recourse action
leads to more served passengers compared to the algorithm without the recourse action, for all
probabilities, especially when the accuracy is acceptable (0.8 and 0.6). Even when the accuracy is
poor (0.4), the recourse action still tends to improve the solution, although the advantage over the
DODBRP is negligible. However, in cases where the accuracy is very low, such as an accuracy of
0.4 in Figure 10, the recourse action is hardly worth the effort.

Numerically, compared to the average values achieved without the recourse action, the recourse
action results in an additional 29.7%, 6.6%, and 5.7% of passengers served with H equal to 10,
20, and 40 minutes, respectively, considering the average of the three accuracy levels. Thus, more
frequent checks of empty stations are preferable, while when H is large, it can be too late to remove
the empty stations. When comparing the performance among the accuracy levels and considering
the average of the time bucket lengths, the recourse action achieves an additional 6.2% and 10.0%
of served passengers when the accuracy is 0.8 or 0.6, respectively. When the accuracy is 0.4, the
recourse action improves the average increase in the number of served passengers from -0.05% to
0.22%. Therefore, it is more important to adopt the recourse action when the forecast is inaccurate.
In summary, the recourse action generally leads to better results compared to its counterpart under
different accuracy and time bucket levels, and it is especially effective when the mismatch between
the forecast and realization is small to moderate.

Finally, comparing the probabilities of realization, the results are similar to the ideal case: the
larger the probability of realization, the greater the beneficial effect of applying prepositioning
compared to the DODBRP.

The importance of forecast accuracy and the length of the time bucket in achieving good solution
quality is demonstrated by the above results. Additionally, we investigate whether increasing or
decreasing the number of sampled scenarios can improve or reduce the solution quality, respectively.
In this regard, we reduce the size of the scenario set from 9 to 2, while keeping the other settings
constant (including the application of the recourse action). The computational results are presented
in Table 3. In the header of the table, for example, the notation “80 H10” represents the case with
an accuracy of 0.8 and a time bucket length of 10 minutes. The abbreviation “ave” corresponds to
“average”. The values in the table represent the percentage of the nine-scenario case relative to the
two-scenario case, averaged over 13 instances.

Naturally, having more scenarios aids the algorithm in evaluating stochastic requests and mak-
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ing more precise routing decisions when compared to the two-scenario case. This advantage is
particularly beneficial when the forecast is less accurate, the probability of realization is higher,
and the length of the time bucket is shorter.

Table 3: Additional passengers served (%) with 9 scenarios compared to 2

80 H10 80 H20 80 H40 60 H10 60 H20 60 H40 | Row ave
0.1 0.80 1.07 0.99 1.59 1.12 0.96 1.09
0.25 1.01 1.32 0.87 2.53 1.77 1.31 1.47
0.5 1.84 1.71 1.16 3.33 1.68 2.04 1.96
Column ave 1.22 1.36 1.01 2.48 1.52 1.44
80/60 ave 1.20 1.82

5.2.4. Effect of bus station assignment

The experiments conducted in the previous subsections demonstrate the effectiveness of prepo-
sitioning. It is also worth investigating whether bus station assignment, as introduced in Section 1,
contributes to the overall solution quality. Bus station assignment is a key characteristic that dis-
tinguishes the ODBRP from the DARP. To evaluate its impact, we test instances with different
probabilities of realization using the optimal length of time buckets (with one exception, as ex-
plained below), as presented in Figures 9 to 11 in Subsection 5.2.3. Specifically, the case with a
probability of 0.1 and 80% accuracy is tested with H equal to 40, while the case with a probability
of 0.25 and 80% accuracy is tested with H equal to 20. The exception is the case with a probability
of 0.5 and 80% accuracy, which is tested with a suboptimal H value of 40, even though the best
solution is achieved with H equal to the entire operation time. The recourse action is applied in all
cases. Consistent with previous experiments, all 13 instances for each probability listed in Table 2
are used, and the average value is chosen as the reference. The instances used for the bus station
assignment evaluation have stochastic realization times.

To compare the cases with and without BSA, passengers with two alternative stations are simply
assigned to the station that is closest to their origin or destination. In other words, each passenger
has only one station for pickup and one station for drop-off. The percentage of additional served
passengers over the 13 instances with BSA relative to the cases without BSA is calculated, and the
results are illustrated in Figure 12.
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Figure 12: Additional passengers served (%) with bus station assignment
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The results indicate that BSA contributes to the improved performance of prepositioning in
serving more passengers. When comparing different probabilities, a slightly higher gap is achieved
by BSA as the probability of passenger realization increases. Specifically, the average additional pas-
sengers achieved by BSA for probabilities 0.1, 0.25, and 0.5 are 3.2%, 4.8%, and 4.8%, respectively.
Comparing the accuracy levels, the differences are even smaller, with BSA achieving approximately
4.3% additional passengers for both 80% and 60% accuracy levels. In summary, the effectiveness
of BSA remains robust across various combinations of probabilities and accuracy levels.

5.2.5. Combining prepositioning and the DODBRP

In this subsection, we assess another potential solution when the forecast is inaccurate, which
involves combining the DODBRP with prepositioning and the removal of empty stations. The
procedure for prepositioning and empty station removal remains the same, with an additional step:
when a dynamic request is realized, we attempt to insert it into the current solution following the
principles of the DODBRP, but only if it has not already been planned for by prepositioning. If
prepositioning has already included the request in the routing solution, no further actions are taken.

The same cases tested in Subsection 5.2.4 are selected to evaluate whether this combination
can further improve solution quality. As before, the instances used have stochastic realization
times. The percentage of additional served passengers among the 13 instances achieved by this
combination, relative to the case with only prepositioning and empty station removal, is calculated.
The results are presented in Figure 13.
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Figure 13: Additional passengers served (%) with the combination of prepositioning, removal of empty stations and
dynamic insertion of requests (i.e., the DODBRP)

As expected, the combined approach results in an increase in the number of served passengers.
When the probability of realization increases, the effectiveness of the combination first increases
and then slightly decreases. The increasing trend from 0.1 to 0.25 is consistent with the previous
findings, as the expected number of passengers is larger. However, the slight drop from 0.25 to 0.5
could be due to the increased difficulty of finding feasible solutions through simple insertions, given
that the solution space becomes smaller when there are already more passengers in the routing
solution, especially when the number of buses is set to the minimum value required to serve all
static requests.

As expected, the approach is more effective when the prediction accuracy is lower, as there is
more room for improvement. In summary, the combined approach is effective when the accuracy is
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not perfect.

5.2.6. Owverall observations

In this subsection, we summarize the key findings from the experiments.

First, the efficacy of prepositioning is evaluated under the assumption of 100% forecast accu-
racy. The results show that prepositioning outperforms the DODBRP, and longer time buckets
lead to serving more passengers. The nature of the realization time (deterministic or stochastic)
does not significantly impact the solution quality for both the DODBRP and the approach with
prepositioning.

Second, the experiments vary the accuracy levels and assess the impact of the recourse action and
different time bucket lengths on instances with different probabilities of realization. The removal
of empty stations generally improves the solution quality of prepositioning, and this performance
remains robust across different accuracy levels, probability of realization, and time bucket sizes.
There is a trend that as the accuracy decreases, shorter time buckets (from 120 to 40 or 20, and
from 40 or 20 to 20 or 10) are preferred.

Third, increasing the size of the scenario set from which candidate solutions are generated can
also improve solution quality, in addition to shortening the time bucket. By attempting to insert
dynamic requests that have appeared but have not yet been included in the current solution, along
with prepositioning and the removal of empty stations, more passengers can be served during the
buses’ operation time.

Finally, incorporating bus station assignment when applying prepositioning helps to serve more
passengers.

To summarize, the results of our experiments are promising. Despite the limitations of the
modeling, the satisfactory solution quality of prepositioning provides confidence that it can improve
solution quality in a dynamic stochastic version of the on-demand bus routing problem.

6. Conclusion

In this paper, we have investigated the effectiveness of prepositioning, specifically in the context
of a stochastic and dynamic variant of the on-demand bus routing problem. We have proposed
heuristic algorithms with and without the recourse action to determine whether considering future
requests while routing and scheduling buses can improve solution quality. Through an extensive
computational experiment on realistic problem instances, we have demonstrated that prepositioning
is indeed effective across a wide range of parameter values.

Specifically, the prepositioning strategy outperforms the dynamic solution without preposition-
ing when stochastic requests have a high probability of realization or when the forecast accuracy
of the stochastic requests is high.

We have also identified important factors that influence the performance of the prepositioning
strategy, such as the length of the time bucket (H). A shorter H is preferred when the forecast
accuracy is low, while a longer H is preferred when the accuracy is high.

Furthermore, we have found that the recourse action of removing empty stations after each real-
ized time bucket generally improves solution quality. Additionally, a larger scenario set contributes
to better performance. Finally, combining prepositioning with the dynamic solution algorithm and
the recourse action leads to high-quality solutions.

In future work, we plan to explore more realistic formulations of stochastic requests and inves-
tigate other heuristic algorithms for solving this type of problem.
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Appendix A. Mathematical model

The objective function is to minimize the total URT. Constraints (A.2) enforce the fact that
a bus can only stop at one station at the same time. Constraints (A.3) make sure the positions
used in the bus route are used consecutively and start at the first position. Constraints (A.4)
and (A.5) respectively enforce a bus to stop at one station if and only if at least one passenger
uses it either to board or alight. Constraints (A.6) and (A.7) respectively impose that a station is
designated for a passenger to board/alight only if the station belongs to the passenger, i.e. it is
within the predefined walking distance. Constraints (A.8) impose for any two consecutive stations,
the arrival time at the latter station is (larger than or) equal to the departure time at the previous
one plus the travel time. Constraints (A.9) guarantee that the departure time at a passenger’s
pickup station is greater than or equal to the earliest allowed value. Correspondingly, constraints
(A.10) guarantee the arrival time at a passenger’s drop-off station is smaller or equal to the latest
allowed value. Constraints (A.11) impose that the pickup station precedes the corresponding drop-
off one for any passengers. Constraints (A.12) enforce that each passenger gets on and gets off
the same bus. Constraints (A.13) make sure that each passenger is served at most once. Together
with constraints (A.18), every request is served once and only once. Constraints (A.14) forbid
two consecutive stations from being the same. Constraints (A.15) calculate the net capacity at
each station, which is equal to the number of passengers getting on minus the one of getting off.
Consequently, constraints (A.16) forbid the violation of bus capacity. Constraints (A.17) calculate
the URT of each passenger. Constraints (A.19 - A.22) define the range for each variable.
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Appendix B. Computational results

Tables B.4 - B.6 present the results of the DODBRP. In terms of the notations, we note |P| as
the number of served passengers, and we denote the average URT per passenger as U, then “dis”
and “std” is respectively the abbreviation of “traveled distance” and “standard deviation”. The
results in each row are of the corresponding instance in Table 2. For example, the first row presents
the results of the instance “100”, while the second row “200”, etc. Finally, each value in the last
row is the average of the above.
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Table B.4: DODBRP prob = 0.1, number of served passengers, average URT per passenger, and traveled distance
per bus

prob = 0.1, int = 0 prob = 0.1, int = 1

[P| std (|]P]) U inmin std(U) disin km std(dis) | |P| std (|[P]) Uin min std(U) disin km std(dis)
23.2 4.7 18.6 1.4 30.5 8.5 22.9 2.6 19.0 1.6 30.7 12.3
46.8 6.6 17.3 0.9 36.9 10.8 46.8 5.4 17.3 0.9 36.9 9.1
63.5 5.0 22.5 1.2 48.4 10.7 63.7 9.2 22.5 1.5 48.1 13.7
88.0 6.3 17.7 0.5 45.5 4.2 87.1 74 17.7 0.7 45.7 4.9
109.7 8.5 19.4 0.9 44.4 6.9 109.1 6.2 19.3 1.1 44.5 7.5
132.7 7.6 18.9 0.5 49.1 3.7 131.5 7.3 18.7 0.6 49.1 4.4
148.7 4.9 234 0.7 50.7 4.5 150.5 74 23.4 0.7 51.2 4.7
165.1 7.7 19.7 0.4 52.9 2.9 166.1 6.4 19.9 0.5 53.0 2.0
193.8 9.0 22.8 0.4 45.4 3.7 193.4 8.4 23.0 0.6 45.5 3.2
224.9 12.6 20.7 0.8 46.0 4.5 223.7 10.6 20.7 0.9 46.1 4.4
315.4 5.9 20.5 0.6 44.8 2.1 315.5 4.7 20.4 0.4 45.0 3.5
429.3 14.8 20.5 0.5 49.0 3.0 428.3 11.8 20.4 0.5 49.0 2.2
655.0 22.5 21.2 0.4 53.5 2.2 657.9 21.8 21.3 0.3 53.6 2.8
199.7 20.2 45.9 199.7 20.3 46.0

Table B.5: DODBRP prob = 0.25, number of served passengers, average URT per passenger, and traveled distance
per bus

prob = 0.25, int = 0 prob = 0.25, int = 1

[P|  std (|P]) Uin min std(U) disin km std(dis) | |[P| std (|JP] U in min std(U) disin km std(dis)
27.0 4.2 19.0 1.8 35.2 17.5 26.2 4.7 19.9 1.4 36.2 13.6
54.2 6.0 18.4 1.3 42.1 7.2 52.3 7.6 18.6 1.3 42.2 10.0
68.0 5.3 23.6 1.2 50.0 4.5 69.3 5.3 23.5 1.0 50.4 6.8
96.8 7.7 18.8 1.2 47.6 7.6 94.6 9.1 18.7 1.2 48.1 8.5
117.3 10.4 20.0 0.7 46.0 3.9 116.7 9.1 20.1 0.9 46.1 5.7
140.3 10.6 19.7 0.7 51.3 5.7 140.8 12.6 19.6 0.5 51.4 7.0
158.1 13.6 24.1 0.9 52.0 5.0 158.0 7.4 24.0 0.8 52.1 4.2
178.9 9.0 20.7 0.5 54.6 5.6 177.1 10.8 21.0 0.6 54.6 5.2
207.4 9.7 23.9 0.5 47.2 4.3 209.1 9.4 24.0 0.6 47.8 4.7
236.5 14.0 21.6 0.6 47.4 3.1 239.4 11.3 21.7 0.4 47.7 6.0
336.2 9.9 21.6 0.3 46.7 3.8 336.3 10.1 21.6 0.5 46.8 3.2
468.2 14.4 21.3 0.7 50.3 3.2 461.9 9.8 21.4 0.7 50.5 2.2
714.3 21.8 22.5 0.3 54.9 2.0 713.5 26.7 22.5 0.4 55.3 3.2
215.6 21.2 48.1 215.0 21.3 48.4

Table B.6: DODBRP prob = 0.5, number of served passengers, average URT per passenger, and traveled distance
per bus

prob = 0.5, int = 0 prob = 0.5, int = 1

[P|  std (|[P]) Uin min std(U) disinkm std(dis) | |[P|] std (|[P]) Uin min std(U) disin km std(dis)
29.5 4.3 19.2 1.1 38.2 9.3 29.5 6.0 19.2 2.2 38.6 10.8
57.6 7.4 19.6 1.8 44.8 11.1 56.5 6.7 20.3 2.2 45.5 13.5
73.6 8.9 24.6 1.0 52.7 8.5 75.1 9.3 24.5 1.6 52.9 10.5
104.3 13.2 19.7 1.1 49.7 7.2 102.3 11.5 19.8 1.3 50.6 8.4
123.9 7.7 21.5 0.6 48.1 5.0 123.7 9.6 21.2 0.8 47.9 4.9
157.2 13.6 20.8 0.9 53.2 9.0 154.0 12.8 20.6 0.9 53.5 9.7
168.9 11.1 25.2 0.7 53.4 3.7 171.3 12.5 25.4 0.8 54.1 44
194.8 8.8 21.5 0.4 56.0 3.0 193.2 11.6 22.0 0.9 56.5 4.8
230.5 11.4 25.2 0.6 49.9 4.3 230.6 10.9 25.1 0.7 50.2 5.1
260.9 9.5 23.3 0.6 49.7 6.2 259.7 18.1 23.1 0.5 49.9 6.1
361.0 12.6 22.8 0.5 48.1 4.4 360.3 14.2 22.5 0.7 48.2 4.5
521.5 14.5 22.6 0.4 51.9 2.8 517.8 25.4 22.6 0.3 52.5 2.2
803.1 35.8 24.1 0.3 56.9 3.2 806.7 33.8 24.0 0.5 57.2 3.8
237.4 22.3 50.2 237.0 22.3 50.6
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Next, Tables B.7 - B.12 present the results of prepositioning relative to the DODBRP. The
corresponding values are thus in percentage. |P| —the number of served passengers, U —URT per
passenger, dis —traveled distance per bus.

Table B.7: Prepositioning under various time buckets with ideal forecast, prob = 0.1, int = 0

Instance 7] v dis

H10 H20 H40 HI120 H10 H20 H40 H120 H10 H20 H40 H120
100 4.5 9.1 9.1 9.1 2.9 0.9 0.9 0.9 0.0 1.6 1.6 1.6
200 4.3 4.3 4.3 4.3 -04 -04 -04 -04 0.0 0.0 0.0 0.0
300 1.6 3.2 3.2 3.2 -1.6  -06 -0.6 -0.6 0.0 0.0 0.0 0.0
400 3.3 3.3 3.3 3.3 0.5 0.5 0.5 0.5 1.1 1.1 1.1 1.1
500 1.9 1.9 1.9 1.9 -2 1.2 -1.2 -0.9 0.0 0.0 0.0 0.0
600 2.3 3.8 5.3 4.6 0.4 1.4 -07 -0.9 -2.1 1.0 0.0 -1.0
700 2.6 2.6 3.9 3.9 2.1 2.1 3.1 3.1 -1.9  -1.9 0.0 0.0
800 2.4 4.8 6.0 6.0 -2 25 -20 -2.0 0.0 1.0 1.9 1.9
900 15 3.1 5.1 5.1 1.7 2.1 2.0 2.0 -43  -33  -22 -2.2
1000 2.3 2.7 2.7 4.5 1.3 1.1 1.1 0.6 -1 220 22 -1.1
1500 2.2 2.5 2.5 2.5 1.0 0.8 0.8 0.8 22 22 22 -2.2
2000 3.3 4.0 5.0 5.2 0.4 0.1 0.4 0.4 -20  -20 -1.0 -1.0
3000 1.8 2.6 2.6 2.6 0.8 0.2 0.2 0.2 -0.9 00 -09 -0.9

average 2.6 3.7 4.2 4.3 0.5 0.3 0.3 0.3 -1.0 -05 -0.3 -0.3

Table B.8: Prepositioning under various time buckets with ideal forecast, prob = 0.1, int = 1

Instance Id v dis
H10 H20 H40 HI120 H10 H20 H40 H120 H10 H20 H40 H120
100 0.0 4.2 4.2 4.2 1.3 -06 -0.6 -0.6 -1.6 1.6 1.6 1.6
200 2.1 2.1 2.1 2.1 21 21 21 -2.1 14 -14 -14 -14
300 3.2 4.8 4.8 4.8 1.9 1.9 1.9 1.9 1.0 1.0 1.0 1.0
400 5.7 6.8 6.8 6.8 -1 -19  -1.8 -1.9 -1.1 0.0 0.0 0.0
500 0.9 0.9 0.9 0.9 0.3 0.3 0.3 1.6 0.0 0.0 0.0 -1.2
600 4.7 6.3 7.8 9.4 2.8 1.2 2.8 3.4 21 21 0.0 -2.1
700 3.2 2.6 2.6 3.2 3.2 3.6 3.6 3.3 1.0 1.0 1.0 1.0
800 7.3 9.1 9.1 9.1 24 32  -32 -3.2 0.0 0.9 0.9 0.9
900 3.6 3.6 4.6 5.2 2.6 2.6 3.0 3.3 -43 43 -32 -3.2
1000 2.3 3.2 3.7 4.1 01 -05 -03 -0.3 -1 -1 -11 -1.1
1500 1.3 1.3 1.3 1.3 -0.1 -01 -0.1 -0.1 21 21 -21 -2.1
2000 2.4 3.1 3.5 3.5 03 -01 04 0.4 0.0 0.0 0.0 0.0
3000 2.6 3.3 3.3 3.6 -0.5 0.7 -1.2 -1.3 -0.9 -09 -09 -0.9

average 3.0 3.9 4.2 4.5 0.5 0.0 0.2 0.3 -1.0  -0.2 -0.3 -0.6
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Table B.9: Prepositioning under various time buckets with ideal forecast, prob = 0.25, int = 0

Instance L] v dis
H10 H20 H40 H120 H10 H20 H40 H120 H10 H20 H40 H120
100 34 34 3.6 3.6 -0.2  -02 -0.2 3.7 4.5 4.5 4.5 7.5
200 1.9 3.8 5.8 5.8 -1.5 2.7 -03 -0.3 24 24 -12 -1.2
300 7.1 10.0 129 12.9 44 -56 -T.1 -7.1 2.0 2.0 2.0 2.0
400 2.0 4.0 4.0 5.0 -41  -51  -5.0 -5.3 0.0 2.1 2.1 1.0
500 10.7 8.0 12.5 12.5 -1.9  -1.7  -16 -1.6 2.2 0.0 2.2 2.2
600 1.3 4.7 2.7 6.0 0.7 -0.3 0.6 0.5 -1.9 0.9 -1.9 -0.9
700 6.7 7.9 6.7 6.7 -0.6 -1.9 -08 -0.8 0.0 0.0 0.0 0.0
800 34 5.6 5.6 5.6 0.2 1.5 1.0 1.0 0.9 2.8 1.9 1.9
900 24 5.2 6.2 6.6 1.7 2.1 1.8 1.4 3.0  -3.0 -20 -2.0
1000 6.2 7.1 7.5 9.3 0.3 0.0 -0.1 -0.6 0.0 1.1 1.1 1.1
1500 3.9 4.2 4.8 4.8 0.9 0.6 0.5 0.5 -2.1 -1.1 -11 -1.1
2000 5.1 5.8 7.5 7.7 -1.3 -1.7  -08 -0.9 -1.0  -1.0 -1.0 -1.0
3000 4.1 5.6 6.2 6.3 -1.8  -25  -28 -2.8 -0.9 -09 -09 -0.9
average 4.5 5.8 6.6 7.1 -09 -14 -11 -0.9 -0.1 0.4 0.4 0.7
Table B.10: Prepositioning under various time buckets with ideal forecast, prob = 0.25, int = 1
Instance L] v dis
H10 H20 H40 H120 H10 H20 H40 HI120 H10 H20 H40 H120
100 3.8 7.7 7.7 7.7 7.1 8.0 8.0 8.1 7.6 7.6 7.6 7.6
200 1.9 5.8 7.7 7.7 -0.5  -1.8 0.5 0.5 0.0 24 -12 -1.2
300 7.0 7.0 8.5 8.5 0.1 -0.2 0.2 0.4 0.0 0.0 1.0 1.9
400 9.8 10.9 10.9 10.9 -8.0 -86 -8.6 -8.3 -3.0 -3.0 -3.0 -4.0
500 2.6 1.7 2.6 3.4 5.8 4.4 6.3 6.3 =22 -11 -2.2 -1.1
600 2.7 5.4 6.8 7.5 1.0 2.9 3.9 3.6 -48 -19 -3.38 -3.8
700 3.0 4.9 4.9 6.7 4.3 3.0 3.0 2.4 -09 -09 -09 -0.9
800 3.4 5.7 6.3 6.3 0.6 0.9 0.8 0.7 0.0 0.9 0.9 0.9
900 1.9 3.2 4.6 4.6 1.8 0.8 0.7 0.7 -40 -5.0 -4.0 -4.0
1000 3.8 3.8 4.7 4.7 -0.8 -0.8 -1.1 -1.1 =31 =31 -31 -3.1
1500 3.9 5.1 5.1 5.1 0.4 -0.8  -0.8 -0.8 -3.2 32 32 -3.2
2000 5.6 6.2 6.7 6.9 -20 -23 24 -2.4 -1.0  -1.0 -1.0 -1.0
3000 2.4 3.3 3.8 4.2 -0.3  -02 -04 -0.4 -0.9 -09 -09 -0.9
average 4.0 5.4 6.2 6.5 0.7 0.4 0.8 0.7 -1.2 -1.1 -1.1 -1.0

Table B.11: Prepositioning under various time

buckets with ideal forecast, prob = 0.5, int = 0

Instance L] 15} dis
H10 H20 H40 H120 H10 H20 H40 HI120 HI10 H20 H40 H120

100 7.1 7.1 7.1 10.7  -10.1 -10.1 -5.5 -4.9 -1.4 0 -14  -14 0.0
200 71 10.7 107 107 -1.0 -31 -3.1 -3.1 0.0 1.1 1.1 1.1
300 11.8 145 158 171 -0.6  -0.1 0.2 -3.6 1.9 1.9 1.9 1.9
400 1.9 2.8 3.7 5.6 -04 -03 08 -0.7 3.0 4.0 4.0 2.0
500 96 128 168 168 -0.1 -3.0 -2.0 -2.0 0.0 0.0 0.0 0.0
600 6.3 10.1 108 120 00 -06 -1.0 -1.3 -0.9 1.9 0.0 0.0
700 6.6 8.4 7.2 7.2 3.5 1.9 3.6 3.6 1.9 2.9 2.9 2.9
800 4.1 5.7 7.2 7.2 1.6 -1.7  -23 -2.3 0.0 1.8 0.0 0.0
900 5.5 6.4 8.1 10.2 1.2 1.3 1.0 1.4 29  -29  -1.9 -1.9
1000 8.8 9.6 111 123 1.8 1.2 0.7 0.7 0.0 0.0 0.0 0.0
1500 3.9 4.2 3.6 4.2 0.0 0.0 0.3 0.8 -1 -1 -1 -1.1
2000 3.6 3.6 4.2 4.3 -0.2  -02 09 1.9 09 -09 -1.9 -1.9
3000 2.8 3.9 4.7 4.9 1.5 -1.7 0 -1.1 -1.0 0.0 0.0 0.0 0.0

average 6.1 7.7 8.5 9.5 -0.7  -1.3  -0.6 -0.8 0.0 0.6 0.3 0.2
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Table B.12: Prepositioning under various time buckets with ideal forecast, prob = 0.5, int = 1

[P U dis
Hi0 H20 H40 Hi20 HI0 H20 H40 HIi20 HI0 H20 H40 HI20
100 115 154 192 192 07 -1.6 20 57 27 -27 -40 -80

Instance

200 75 132 132 17.0 -5.7 =99  -99 -9.9 1.1 2.3 2.3 -1.1
300 9.3 107 133 147 -39 -46 -28 -4.7 0.0 1.0 1.0 1.0
400 1.9 1.9 2.9 4.8 -2.8  -28  -3.1 -3.5 0.0 0.0 0.0 0.0
500 149 124 174 17.4 2.0 3.2 2.2 2.2 0.0 -1.1 0.0 0.0
600 5.8 9.1 8.4 8.4 -1.8 =32 -43 -3.7 -6.4 -28 -5)5 -5.5
700 1.7 2.9 2.9 2.9 02 -03 -03 -0.4 -1.9  -19  -19 -1.9
800 4.7 6.3 6.3 6.3 -08 -1.6 -1.6 -1.6 -1.8 -1.8 -1.8 -1.8
900 7.5 7.9 9.2 10.1 0.7 0.4 1.1 1.4 -1.9  -19  -19 -1.9

1000 6.3 7.5 8.6 104 24 -16  -14 -2.3 00 -1.0 -1.0 0.0
1500 5.1 5.9 5.9 5.9 3.2 3.0 3.3 3.3 -3.1 =31 -21 -2.1
2000 5.2 6.1 6.5 6.9 0.6 0.2 0.5 0.5 -9 -1.9  -09 -0.9
3000 3.9 4.4 4.8 5.2 0.6 0.2 0.2 0.1 -09  -09 -09 -0.9
average 6.6 8.0 9.1 9.9 0.8 -14  -14 -1.9 -5 -1.2 -1.3 -1.8
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